Practical 1

Aim:- To implement stack ADT using array.

Theory:-

Stack is a linear data structure which follows the LIFO (Last In First Out) principle. Elements are inserted at the rear end where the tail pointer points the location of the element to be inserted. Elements are popped from the rear end as well where the tail pointer marks the topmost element.  
For a real time example of a stack, consider a stack of books. One book is on top of the other. For removing a book at a certain position, let’s say the third book from below, we have to take out every single book from the top position till the third book. The book inserted first in the stack will be the last one to be removed. This was a real time example of a stack.

* Operations on stack:-

1. push()
2. pop()
3. peek()
4. isEmpty()
5. isFull()
6. size()

Code:-

// Stack implementation in C

#include <stdio.h>

#include <stdlib.h>

#define MAX 10

int count = 0;

// Creating a stack

struct stack {

int items[MAX];

int top;

};

typedef struct stack st;

void createEmptyStack(st \*s) {

s->top = -1;

}

// Check if the stack is full

int isfull(st \*s) {

if (s->top == MAX - 1)

return 1;

else

return 0;

}

// Check if the stack is empty

int isempty(st \*s) {

if (s->top == -1)

return 1;

else

return 0;

}

// Add elements into stack

void push(st \*s, int newitem) {

if (isfull(s)) {

printf("STACK FULL");

} else {

s->top++;

s->items[s->top] = newitem;

}

count++;

}

// Remove element from stack

void pop(st \*s) {

if (isempty(s)) {

printf("\n STACK EMPTY \n");

} else {

printf("Item popped= %d", s->items[s->top]);

s->top--;

}

count--;

printf("\n");

}

// Print elements of stack

void printStack(st \*s) {

printf("Stack: ");

for (int i = 0; i < count; i++) {

printf("%d ", s->items[i]);

}

printf("\n");

}

// Driver code

int main() {

int ch;

st \*s = (st \*)malloc(sizeof(st));

createEmptyStack(s);

push(s, 1);

push(s, 2);

push(s, 3);

push(s, 4);

printStack(s);

pop(s);

printf("\nAfter popping out\n");

printStack(s);

}

Output:-
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Practical 2

Aim:- To convert infix expression to postfix expression using Stack ADT.

Theory:-

Stack is a linear Data Structure which follows the LIFO principle as we saw in Practical 1. Now we use the stack ADT to convert an infix expression to postfix.

* What is an infix expression?

An infix expression is a mathematical expression in which operators are placed between the operands. For example, in the expression “2 + 3”, the “+” operator is placed between the operands “2” and “3”.

* What is a postfix expression?

If we move the operators after the operands then it is known as a postfix expression. In other words, postfix expression can be defined as an expression in which all the operators are present after the operands.

Code:-

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#define MAX\_EXPR\_SIZE 100

// Function to return precedence of operators

int precedence(char operator)

{

switch (operator) {

case '+':

case '-':

return 1;

case '\*':

case '/':

return 2;

case '^':

return 3;

default:

return -1;

}

}

// Function to check if the scanned character

// is an operator

int isOperator(char ch)

{

return (ch == '+' || ch == '-' || ch == '\*' || ch == '/'

|| ch == '^');

}

// Main functio to convert infix expression

// to postfix expression

char\* infixToPostfix(char\* infix)

{

int i, j;

int len = strlen(infix);

char\* postfix = (char\*)malloc(sizeof(char) \* (len + 2));

char stack[MAX\_EXPR\_SIZE];

int top = -1;

for (i = 0, j = 0; i < len; i++) {

if (infix[i] == ' ' || infix[i] == '\t')

continue;

// If the scanned character is operand

// add it to the postfix expression

if (isalnum(infix[i])) {

postfix[j++] = infix[i];

}

// if the scanned character is '('

// push it in the stack

else if (infix[i] == '(') {

stack[++top] = infix[i];

}

// if the scanned character is ')'

// pop the stack and add it to the

// output string until empty or '(' found

else if (infix[i] == ')') {

while (top > -1 && stack[top] != '(')

postfix[j++] = stack[top--];

if (top > -1 && stack[top] != '(')

return "Invalid Expression";

else

top--;

}

// If the scanned character is an operator

// push it in the stack

else if (isOperator(infix[i])) {

while (top > -1

&& precedence(stack[top])

>= precedence(infix[i]))

postfix[j++] = stack[top--];

stack[++top] = infix[i];

}

}

// Pop all remaining elements from the stack

while (top > -1) {

if (stack[top] == '(') {

return "Invalid Expression";

}

postfix[j++] = stack[top--];

}

postfix[j] = '\0';

return postfix;

}

// Driver code

int main()

{

char infix[MAX\_EXPR\_SIZE] = "a+b\*(c^d-e)^(f+g\*h)-i";

// Function call

char\* postfix = infixToPostfix(infix);

printf("%s\n", postfix);

free(postfix);

return 0;

}

Output:-
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Practical 3

Aim:- To evaluate postfix expression using stack ADT

Theory:-

* What is a postfix expression?

If we move the operators after the operands then it is known as a postfix expression. In other words, postfix expression can be defined as an expression in which all the operators are present after the operands.

In this following program, we are going to evaluate a postfix string.

The final output will be an integer and will be printed out to the user.

Code:-

#include <ctype.h>

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

// Stack type

struct Stack {

int top;

unsigned capacity;

int\* array;

};

// Stack Operations

struct Stack\* createStack(unsigned capacity)

{

struct Stack\* stack

= (struct Stack\*)malloc(sizeof(struct Stack));

if (!stack)

return NULL;

stack->top = -1;

stack->capacity = capacity;

stack->array

= (int\*)malloc(stack->capacity \* sizeof(int));

if (!stack->array)

return NULL;

return stack;

}

int isEmpty(struct Stack\* stack)

{

return stack->top == -1;

}

char peek(struct Stack\* stack)

{

return stack->array[stack->top];

}

char pop(struct Stack\* stack)

{

if (!isEmpty(stack))

return stack->array[stack->top--];

return '$';

}

void push(struct Stack\* stack, char op)

{

stack->array[++stack->top] = op;

}

// The main function that returns value

// of a given postfix expression

int evaluatePostfix(char\* exp)

{

// Create a stack of capacity equal to expression size

struct Stack\* stack = createStack(strlen(exp));

int i;

// See if stack was created successfully

if (!stack)

return -1;

// Scan all characters one by one

for (i = 0; exp[i]; ++i) {

// If the scanned character is an operand

// (number here), push it to the stack.

if (isdigit(exp[i]))

push(stack, exp[i] - '0');

// If the scanned character is an operator,

// pop two elements from stack apply the operator

else {

int val1 = pop(stack);

int val2 = pop(stack);

switch (exp[i]) {

case '+':

push(stack, val2 + val1);

break;

case '-':

push(stack, val2 - val1);

break;

case '\*':

push(stack, val2 \* val1);

break;

case '/':

push(stack, val2 / val1);

break;

}

}

}

return pop(stack);

}

// Driver code

int main()

{

char exp[] = "231\*+9-";

// Function call

printf("postfix evaluation: %d", evaluatePostfix(exp));

return 0;

}

Output:-
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Practical 4

Aim:- To implement linear queue ADT using array

Theory:-

A Queue is a linear data structure which follows the FIFO (First In First Out) principle. When an element is inserted into the queue, it is inserted at the rear end of the queue. However unlike stack, when an element is popped, the element at the first position, i.e. the first inserted element is popped.

A queue follows the following operations:-

1. Create()
2. Enqueue()
3. Dequeue()
4. isEmpty()
5. isFull()
6. size()

Code:-

// Queue implementation in C

#include <stdio.h>

#define SIZE 5

void enQueue(int);

void deQueue();

void display();

int items[SIZE], front = -1, rear = -1;

int main() {

//deQueue is not possible on empty queue

deQueue();

//enQueue 5 elements

enQueue(1);

enQueue(2);

enQueue(3);

enQueue(4);

enQueue(5);

// 6th element can't be added to because the queue is full

enQueue(6);

display();

//deQueue removes element entered first i.e. 1

deQueue();

//Now we have just 4 elements

display();

return 0;

}

void enQueue(int value) {

if (rear == SIZE - 1)

printf("\nQueue is Full!!");

else {

if (front == -1)

front = 0;

rear++;

items[rear] = value;

printf("\nInserted -> %d", value);

}

}

void deQueue() {

if (front == -1)

printf("\nQueue is Empty!!");

else {

printf("\nDeleted : %d", items[front]);

front++;

if (front > rear)

front = rear = -1;

}

}

// Function to print the queue

void display() {

if (rear == -1)

printf("\nQueue is Empty!!!");

else {

int i;

printf("\nQueue elements are:\n");

for (i = front; i <= rear; i++)

printf("%d ", items[i]);

}

printf("\n");

}

Output:-
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Practical 5

Aim:- To implement Circular Queue ADT using Array.

Theory:-

In Practical 4, we saw what is a queue and how it works. A Queue is a linear data structure which follows the FIFO (First In First Out) principle.

In this practical, we will apply and use a circular queue.

The difference between a queue and a circular queue is that a circular queue is an extended version of a normal queue where the last element of the queue is connected to the first element of the queue forming a circle.

We implement this circular queue using arrays.

Code:-

#include <stdio.h>

#define SIZE 5

int items[SIZE];

int front = -1, rear = -1;

// Check if the queue is full

int isFull() {

if ((front == rear + 1) || (front == 0 && rear == SIZE - 1)) return 1;

return 0;

}

// Check if the queue is empty

int isEmpty() {

if (front == -1) return 1;

return 0;

}

// Adding an element

void enQueue(int element) {

if (isFull())

printf("\n Queue is full!! \n");

else {

if (front == -1) front = 0;

rear = (rear + 1) % SIZE;

items[rear] = element;

printf("\n Inserted -> %d", element);

}

}

// Removing an element

int deQueue() {

int element;

if (isEmpty()) {

printf("\n Queue is empty !! \n");

return (-1);

} else {

element = items[front];

if (front == rear) {

front = -1;

rear = -1;

}

// Q has only one element, so we reset the

// queue after dequeing it. ?

else {

front = (front + 1) % SIZE;

}

printf("\n Deleted element -> %d \n", element);

return (element);

}

}

// Display the queue

void display() {

int i;

if (isEmpty())

printf(" \n Empty Queue\n");

else {

printf("\n Front -> %d ", front);

printf("\n Items -> ");

for (i = front; i != rear; i = (i + 1) % SIZE) {

printf("%d ", items[i]);

}

printf("%d ", items[i]);

printf("\n Rear -> %d \n", rear);

}

}

int main() {

// Fails because front = -1

deQueue();

enQueue(1);

enQueue(2);

enQueue(3);

enQueue(4);

enQueue(5);

// Fails to enqueue because front == 0 && rear == SIZE - 1

enQueue(6);

display();

deQueue();

display();

enQueue(7);

display();

// Fails to enqueue because front == rear + 1

enQueue(8);

return 0;

}

Output:-

![](data:image/png;base64,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)

Practical 6

Aim: - To implement Singly Linked List ADT

Theory: -

A singly linked list is a type of linked list that is unidirectional, that is, it can be traversed in only one direction from head to the last node (tail). Each element in a linked list is called a node. A single node contains data and a pointer to the next node which helps in maintaining the structure of the list.

Code: -

#include <stdio.h>

#include <stdlib.h>

// Create a node

struct Node {

  int data;

  struct Node\* next;

};

// Insert at the beginning

void insertAtBeginning(struct Node\*\* head\_ref, int new\_data) {

  // Allocate memory to a node

  struct Node\* new\_node = (struct Node\*)malloc(sizeof(struct Node));

  // insert the data

  new\_node->data = new\_data;

  new\_node->next = (\*head\_ref);

  // Move head to new node

  (\*head\_ref) = new\_node;

}

// Insert a node after a node

void insertAfter(struct Node\* prev\_node, int new\_data) {

  if (prev\_node == NULL) {

  printf("the given previous node cannot be NULL");

  return;

  }

  struct Node\* new\_node = (struct Node\*)malloc(sizeof(struct Node));

  new\_node->data = new\_data;

  new\_node->next = prev\_node->next;

  prev\_node->next = new\_node;

}

// Insert the the end

void insertAtEnd(struct Node\*\* head\_ref, int new\_data) {

  struct Node\* new\_node = (struct Node\*)malloc(sizeof(struct Node));

  struct Node\* last = \*head\_ref; /\* used in step 5\*/

  new\_node->data = new\_data;

  new\_node->next = NULL;

  if (\*head\_ref == NULL) {

  \*head\_ref = new\_node;

  return;

  }

  while (last->next != NULL) last = last->next;

  last->next = new\_node;

  return;

}

// Delete a node

void deleteNode(struct Node\*\* head\_ref, int key) {

  struct Node \*temp = \*head\_ref, \*prev;

  if (temp != NULL && temp->data == key) {

  \*head\_ref = temp->next;

  free(temp);

  return;

  }

  // Find the key to be deleted

  while (temp != NULL && temp->data != key) {

  prev = temp;

  temp = temp->next;

  }

  // If the key is not present

  if (temp == NULL) return;

  // Remove the node

  prev->next = temp->next;

  free(temp);

}

// Search a node

int searchNode(struct Node\*\* head\_ref, int key) {

  struct Node\* current = \*head\_ref;

  while (current != NULL) {

  if (current->data == key) return 1;

  current = current->next;

  }

  return 0;

}

// Sort the linked list

void sortLinkedList(struct Node\*\* head\_ref) {

  struct Node \*current = \*head\_ref, \*index = NULL;

  int temp;

  if (head\_ref == NULL) {

  return;

  } else {

  while (current != NULL) {

    // index points to the node next to current

    index = current->next;

    while (index != NULL) {

    if (current->data > index->data) {

      temp = current->data;

      current->data = index->data;

      index->data = temp;

    }

    index = index->next;

    }

    current = current->next;

  }

  }

}

// Print the linked list

void printList(struct Node\* node) {

  while (node != NULL) {

  printf(" %d ", node->data);

  node = node->next;

  }

}

// Driver program

int main() {

  struct Node\* head = NULL;

  insertAtEnd(&head, 1);

  insertAtBeginning(&head, 2);

  insertAtBeginning(&head, 3);

  insertAtEnd(&head, 4);

  insertAfter(head->next, 5);

  printf("Linked list: ");

  printList(head);

  printf("\nAfter deleting an element: ");

  deleteNode(&head, 3);

  printList(head);

  int item\_to\_find = 3;

  if (searchNode(&head, item\_to\_find)) {

  printf("\n%d is found", item\_to\_find);

  } else {

  printf("\n%d is not found", item\_to\_find);

  }

  sortLinkedList(&head);

  printf("\nSorted List: ");

  printList(head);

}

Output: -
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Practical 7

Aim: -To implement double linked list

Theory: -

As we saw in the previous example, we implemented a singly linked list which had the following properties:

1. Had a next pointer to point to the next address.
2. Had a data value stored.
3. No reference to the previous node.

Here, in Double Linked List (DLL) we have our original next pointer as well as a previous pointer. This previous pointer will point to the previous node of the given node in the linked list. This way traversal in the tree is easier as each node is linked to both its next AND previous nodes.

Code: -

#include <stdio.h>

#include <stdlib.h>

// node creation

struct Node {

  int data;

  struct Node\* next;

  struct Node\* prev;

};

// insert node at the front

void insertFront(struct Node\*\* head, int data) {

  // allocate memory for newNode

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // assign data to newNode

  newNode->data = data;

  // make newNode as a head

  newNode->next = (\*head);

  // assign null to prev

  newNode->prev = NULL;

  // previous of head (now head is the second node) is newNode

  if ((\*head) != NULL)

    (\*head)->prev = newNode;

  // head points to newNode

  (\*head) = newNode;

}

// insert a node after a specific node

void insertAfter(struct Node\* prev\_node, int data) {

  // check if previous node is null

  if (prev\_node == NULL) {

    printf("previous node cannot be null");

    return;

  }

  // allocate memory for newNode

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // assign data to newNode

  newNode->data = data;

  // set next of newNode to next of prev node

  newNode->next = prev\_node->next;

  // set next of prev node to newNode

  prev\_node->next = newNode;

  // set prev of newNode to the previous node

  newNode->prev = prev\_node;

  // set prev of newNode's next to newNode

  if (newNode->next != NULL)

    newNode->next->prev = newNode;

}

// insert a newNode at the end of the list

void insertEnd(struct Node\*\* head, int data) {

  // allocate memory for node

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // assign data to newNode

  newNode->data = data;

  // assign null to next of newNode

  newNode->next = NULL;

  // store the head node temporarily (for later use)

  struct Node\* temp = \*head;

  // if the linked list is empty, make the newNode as head node

  if (\*head == NULL) {

    newNode->prev = NULL;

    \*head = newNode;

    return;

  }

  // if the linked list is not empty, traverse to the end of the linked list

  while (temp->next != NULL)

    temp = temp->next;

  // now, the last node of the linked list is temp

  // assign next of the last node (temp) to newNode

  temp->next = newNode;

  // assign prev of newNode to temp

  newNode->prev = temp;

}

// delete a node from the doubly linked list

void deleteNode(struct Node\*\* head, struct Node\* del\_node) {

  // if head or del is null, deletion is not possible

  if (\*head == NULL || del\_node == NULL)

    return;

  // if del\_node is the head node, point the head pointer to the next of del\_node

  if (\*head == del\_node)

    \*head = del\_node->next;

  // if del\_node is not at the last node, point the prev of node next to del\_node to the previous of del\_node

  if (del\_node->next != NULL)

    del\_node->next->prev = del\_node->prev;

  // if del\_node is not the first node, point the next of the previous node to the next node of del\_node

  if (del\_node->prev != NULL)

    del\_node->prev->next = del\_node->next;

  // free the memory of del\_node

  free(del\_node);

}

// print the doubly linked list

void displayList(struct Node\* node) {

  struct Node\* last;

  while (node != NULL) {

    printf("%d->", node->data);

    last = node;

    node = node->next;

  }

  if (node == NULL)

    printf("NULL\n");

}

int main() {

  // initialize an empty node

  struct Node\* head = NULL;

  insertEnd(&head, 5);

  insertFront(&head, 1);

  insertFront(&head, 6);

  insertEnd(&head, 9);

  // insert 11 after head

  insertAfter(head, 11);

  // insert 15 after the second node

  insertAfter(head->next, 15);

  displayList(head);

  // delete the last node

  deleteNode(&head, head->next->next->next->next->next);

  displayList(head);

}

Output: -

![](data:image/png;base64,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)
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Aim: -To implement circular linked list

Theory: -

As we saw in the previous example, we implemented a doubly linked list which had the following properties:

1. Had a next pointer to point to the next address.
2. Had a previous pointer to point to the previous address.
3. Had a data value stored.
4. Had an end point of the Linked List.

Here, in Circular Linked List (CLL) we have the last node of the linked list pointing to the first node of the linked this.

This satisfies the name as ‘Circular’ which means that one end is always connected to the beginning. Here the last nodes next pointer will point to the first nodes address.

Code: -

#include <stdio.h>

#include <stdlib.h>

struct Node {

  int data;

  struct Node\* next;

};

struct Node\* addToEmpty(struct Node\* last, int data) {

  if (last != NULL) return last;

  // allocate memory to the new node

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // assign data to the new node

  newNode->data = data;

  // assign last to newNode

  last = newNode;

  // create link to iteself

  last->next = last;

  return last;

}

// add node to the front

struct Node\* addFront(struct Node\* last, int data) {

  // check if the list is empty

  if (last == NULL) return addToEmpty(last, data);

  // allocate memory to the new node

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // add data to the node

  newNode->data = data;

  // store the address of the current first node in the newNode

  newNode->next = last->next;

  // make newNode as head

  last->next = newNode;

  return last;

}

// add node to the end

struct Node\* addEnd(struct Node\* last, int data) {

  // check if the node is empty

  if (last == NULL) return addToEmpty(last, data);

  // allocate memory to the new node

  struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node));

  // add data to the node

  newNode->data = data;

  // store the address of the head node to next of newNode

  newNode->next = last->next;

  // point the current last node to the newNode

  last->next = newNode;

  // make newNode as the last node

  last = newNode;

  return last;

}

// insert node after a specific node

struct Node\* addAfter(struct Node\* last, int data, int item) {

  // check if the list is empty

  if (last == NULL) return NULL;

  struct Node \*newNode, \*p;

  p = last->next;

  do {

  // if the item is found, place newNode after it

  if (p->data == item) {

    // allocate memory to the new node

    newNode = (struct Node\*)malloc(sizeof(struct Node));

    // add data to the node

    newNode->data = data;

    // make the next of the current node as the next of newNode

    newNode->next = p->next;

    // put newNode to the next of p

    p->next = newNode;

    // if p is the last node, make newNode as the last node

    if (p == last) last = newNode;

    return last;

  }

  p = p->next;

  } while (p != last->next);

  printf("\nThe given node is not present in the list");

  return last;

}

// delete a node

void deleteNode(struct Node\*\* last, int key) {

  // if linked list is empty

  if (\*last == NULL) return;

  // if the list contains only a single node

  if ((\*last)->data == key && (\*last)->next == \*last) {

  free(\*last);

  \*last = NULL;

  return;

  }

  struct Node \*temp = \*last, \*d;

  // if last is to be deleted

  if ((\*last)->data == key) {

  // find the node before the last node

  while (temp->next != \*last) temp = temp->next;

  // point temp node to the next of last i.e. first node

  temp->next = (\*last)->next;

  free(\*last);

  \*last = temp->next;

  }

  // travel to the node to be deleted

  while (temp->next != \*last && temp->next->data != key) {

  temp = temp->next;

  }

  // if node to be deleted was found

  if (temp->next->data == key) {

  d = temp->next;

  temp->next = d->next;

  free(d);

  }

}

void traverse(struct Node\* last) {

  struct Node\* p;

  if (last == NULL) {

  printf("The list is empty");

  return;

  }

  p = last->next;

  do {

  printf("%d ", p->data);

  p = p->next;

  } while (p != last->next);

}

int main() {

  struct Node\* last = NULL;

  last = addToEmpty(last, 6);

  last = addEnd(last, 8);

  last = addFront(last, 2);

  last = addAfter(last, 10, 2);

  traverse(last);

  deleteNode(&last, 8);

  printf("\n");

  traverse(last);

  return 0;

}

Output: -

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAABiCAYAAAA2qA+GAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAAAUdSURBVHhe7Zw9LCVRGIaP7eiEQiIR0dARlQSNAi0SCtQkNAolBSWJikSNRCTUEomKRCF+OhoRiURBS3l33mPO7pidmTtz7zXvlX2fZDLmnPl9zu/Nnm9rCh5GUPjl7wUBySci+UQkn4jkE5F8IpJPRPKJSD4RySci+UQkn4jkE5F8IpJPRPKJZJb/9vZmhoeHTU1NzZ/t/Pzczy3O6uqq6erqMvf3937KV5AfvPfe3p6fkwzeIXhd0jNA1HekfVbFwL9kZWFlZaVwdnbmH30e4zbBtCju7u4KnZ2d9lzscRwG9xoaGiq8vr7aY3fN7u6uPY4D+XH3jCLqvnj/NN9RSTLLD+M+BOLigExIdQUXJcrdJ/zxEBQskDBx1yUR9Q7uHYsVdCXJpc9vaGgwx8fHZmlpyU/5F+/j7b6xsdHuHa2trebl5eVPfpjLy0vT1NRkOjo6/JTiuGfgWgfuj+fgeXlRtny89O3trRkYGPBTSuPx8dFKDMt3x3HyHx4eTH19vZmfn0/df7e3t5vFxUUzNTVlZmdnzcnJiS08pPX29vpnfT9lyf/4+DA7OztmZmbGdHd3+6n5s7+/b+V7LdluXrdixSYVwOTkpD1ve3vbDA4O2m8YHR31c/OhLPnr6+vm4uLCLCwsmNraWj81f8KFj7+RhlYRhZvpYGaFFvX+/m7T6+rqMs3cyqVk+Xjx5eVls7m5aZtxucT17e443B2l4fn52bbOMFtbW3aPloHxCBVnY2PDFhhactQ130FJ8vHSEI9mW6k+Mq5vPz09jRwLHG1tbbb1PT09+SnG1mSMIc3NzbEtEoWNmu7AeTg/TzLLh3j0p5UUD1paWkxPT49tUegWAH4kHR4emunpaVtDo0D3gcI5ODjwUz5rNlrR+Pi4n/IVFBj6+qurKz/l77P6+/vz60Ix30yLVyvtXBiXhbeoubsj6brg7wOvxha8pv8lH3PyYri5vrsm6XeBA/P54HOw5TnHB1qrSaSs2Y4oD8knIvlEJJ+I5BORfCKST0TyiUg+EcknIvlEJJ+I5BORfCKST0TyiUg+EcknIvlEJJ+I5BORfCKST0TyiUg+EcknUrJ8LCxFxB8Wtkbh8l2kCBa0ugWwSWB5NqJFglEmcc9wID/L+dVCSfLxcQijQThQFBA/MTFhw2ywFBQbVjQjGiSpAJA3MjJil2q767AlxXK5YAZ3LlZPY/n6jygA74UzgZW8WBF8fX1tVxRHRSEiDXlYdexwK5WTVgJHXZcVt9I5zUplNplrPmrvzc1NbDQKug1EhIQDExCIgICEpFAd1OJc18eTqfiA66JCEIAQxEV+xIXqeLXUBjSgcIL9d9qxwuGej24uLqCiWqi62Q4KBwK9Vmn3aC3FxoogiPdNikqpJqpOPkKAXLeDPY6jAuWiQLeFkCUM9JUI0vtuKi4/rm+PGwvSgFlVMfkQ39fXZ7xB27aUn0DF5cf17YgWRNRgeCxwINoQgW2IPgyC/tubXSWGgmJqOzc3Z8UnTUurjW/pdvBfASDa7+joyE8xNloQcjGARoHBEV0MIgIhE2C/trZmxsbGYrsR95sC5/wk8ZbPGWd6oqL4sIWjERFFGMxPO3/HXD94XbEIwfD5wS3v6MKsKBqRSNXNdv4nJJ+I5BORfCKST0TyiUg+EcknIvlEJJ+I5BORfCKST0TyiUg+EcknIvlEJJ+I5BORfCKST0TyiUg+EcknIvlEJJ+I5BORfCKST0TyiUg+DWN+AzUTS3cplD0SAAAAAElFTkSuQmCC)
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Aim: -To implement Stack ADT using linked list

Theory: -

So far, we know that Stack is a linear data structure which follows the LIFO (Last-in-first-out) principle.

Linked list is also a linear data structure which has a property which links each and every successive node to each other.

In this experiment, we create a program where we implement the Stack ADT (Abstract Data Type) using a Linked List.

Code: -

// C++ program to Implement a stack

// using singly linked list

#include <bits/stdc++.h>

using namespace std;

// creating a linked list;

class Node {

public:

int data;

Node\* link;

// Constructor

Node(int n)

{

this->data = n;

this->link = NULL;

}

};

class Stack {

Node\* top;

public:

Stack() { top = NULL; }

void push(int data)

{

// Create new node temp and allocate memory in heap

Node\* temp = new Node(data);

// Check if stack (heap) is full.

// Then inserting an element would

// lead to stack overflow

if (!temp) {

cout << "\nStack Overflow";

exit(1);

}

// Initialize data into temp data field

temp->data = data;

// Put top pointer reference into temp link

temp->link = top;

// Make temp as top of Stack

top = temp;

}

// Utility function to check if

// the stack is empty or not

bool isEmpty()

{

// If top is NULL it means that

// there are no elements are in stack

return top == NULL;

}

// Utility function to return top element in a stack

int peek()

{

// If stack is not empty , return the top element

if (!isEmpty())

return top->data;

else

exit(1);

}

// Function to remove

// a key from given queue q

void pop()

{

Node\* temp;

// Check for stack underflow

if (top == NULL) {

cout << "\nStack Underflow" << endl;

exit(1);

}

else {

// Assign top to temp

temp = top;

// Assign second node to top

top = top->link;

// This will automatically destroy

// the link between first node and second node

// Release memory of top node

// i.e delete the node

free(temp);

}

}

// Function to print all the

// elements of the stack

void display()

{

Node\* temp;

// Check for stack underflow

if (top == NULL) {

cout << "\nStack Underflow";

exit(1);

}

else {

temp = top;

while (temp != NULL) {

// Print node data

cout << temp->data;

// Assign temp link to temp

temp = temp->link;

if (temp != NULL)

cout << " -> ";

}

}

}

};

// Driven Program

int main()

{

// Creating a stack

Stack s;

// Push the elements of stack

s.push(11);

s.push(22);

s.push(33);

s.push(44);

// Display stack elements

s.display();

// Print top element of stack

cout << "\nTop element is " << s.peek() << endl;

// Delete top elements of stack

s.pop();

s.pop();

// Display stack elements

s.display();

// Print top element of stack

cout << "\nTop element is " << s.peek() << endl;

return 0;

}

Output:-
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Practical 10

Aim: -To implement Linear Queue ADT using linked list

Theory: -

So far, we know what the Queue data structure is.

Queue is a linear data structure which follows the FIFO (First-in-first-out) principle.

Linked list is also a linear data structure which has a property which links each and every successive node to each other.

In this experiment, we create a program where we implement the Queue ADT (Abstract Data Type) using a Linked List.

Code: -

// C++ program for the above approach

#include<bits/stdc++.h>;

using namespace std;

struct QNode {

int data;

QNode\* next;

QNode(int d)

{

data = d;

next = NULL;

}

};

struct Queue {

QNode \*front, \*rear;

Queue() { front = rear = NULL; }

void enQueue(int x)

{

// Create a new LL node

QNode\* temp = new QNode(x);

// If queue is empty, then

// new node is front and rear both

if (rear == NULL) {

front = rear = temp;

return;

}

// Add the new node at

// the end of queue and change rear

rear-&gt;next = temp;

rear = temp;

}

// Function to remove

// a key from given queue q

void deQueue()

{

// If queue is empty, return NULL.

if (front == NULL)

return;

// Store previous front and

// move front one node ahead

QNode\* temp = front;

front = front-&gt;next;

// If front becomes NULL, then

// change rear also as NULL

if (front == NULL)

rear = NULL;

delete (temp);

}

};

// Driver code

int main()

{

Queue q;

q.enQueue(10);

q.enQueue(20);

q.deQueue();

q.deQueue();

q.enQueue(30);

q.enQueue(40);

q.enQueue(50);

q.deQueue();

cout &lt;&lt; &quot;Queue Front : &quot; &lt;&lt; ((q.front != NULL) ? (q.front)-&gt;data : -1)&lt;&lt; endl;

cout &lt;&lt; &quot;Queue Rear : &quot; &lt;&lt; ((q.rear != NULL) ? (q.rear)-&gt;data : -1);

}

Output: -
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Practical 11

Aim: -To implement Binary Search Tree using ADT using linked list

Theory: -

As we know,

Binary Search Tree is a node-based binary tree data structure which has the following properties:

* The left subtree of a node contains only nodes with keys lesser than the node’s key.
* The right subtree of a node contains only nodes with keys greater than the node’s key.
* The left and right subtree each must also be a binary search tree.

Linked list is also a linear data structure which has a property which links each and every successive node to each other.

In this experiment, we create a program where we implement the Binary Search Tree using a Linked List.

Code: -

// Binary Search Tree operations in C

#include <stdio.h>

#include <stdlib.h>

struct node {

int key;

struct node \*left, \*right;

};

// Create a node

struct node \*newNode(int item) {

struct node \*temp = (struct node \*)malloc(sizeof(struct node));

temp->key = item;

temp->left = temp->right = NULL;

return temp;

}

// Inorder Traversal

void inorder(struct node \*root) {

if (root != NULL) {

// Traverse left

inorder(root->left);

// Traverse root

printf("%d -> ", root->key);

// Traverse right

inorder(root->right);

}

}

// Insert a node

struct node \*insert(struct node \*node, int key) {

// Return a new node if the tree is empty

if (node == NULL) return newNode(key);

// Traverse to the right place and insert the node

if (key < node->key)

node->left = insert(node->left, key);

else

node->right = insert(node->right, key);

return node;

}

// Find the inorder successor

struct node \*minValueNode(struct node \*node) {

struct node \*current = node;

// Find the leftmost leaf

while (current && current->left != NULL)

current = current->left;

return current;

}

// Deleting a node

struct node \*deleteNode(struct node \*root, int key) {

// Return if the tree is empty

if (root == NULL) return root;

// Find the node to be deleted

if (key < root->key)

root->left = deleteNode(root->left, key);

else if (key > root->key)

root->right = deleteNode(root->right, key);

else {

// If the node is with only one child or no child

if (root->left == NULL) {

struct node \*temp = root->right;

free(root);

return temp;

} else if (root->right == NULL) {

struct node \*temp = root->left;

free(root);

return temp;

}

// If the node has two children

struct node \*temp = minValueNode(root->right);

// Place the inorder successor in position of the node to be deleted

root->key = temp->key;

// Delete the inorder successor

root->right = deleteNode(root->right, temp->key);

}

return root;

}

// Driver code

int main() {

struct node \*root = NULL;

root = insert(root, 8);

root = insert(root, 3);

root = insert(root, 1);

root = insert(root, 6);

root = insert(root, 7);

root = insert(root, 10);

root = insert(root, 14);

root = insert(root, 4);

printf("Inorder traversal: ");

inorder(root);

printf("\nAfter deleting 10\n");

root = deleteNode(root, 10);

printf("Inorder traversal: ");

inorder(root);

}

Output: -
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